**NumPy Material**

1. **INTRODUCTION**

**NumPy**, which stands for **Numerical Python, is an open-source** [**Python**](https://www.tutorialspoint.com/python/index.htm)**library consisting of multidimensional and single-dimensional array elements.**

* NumPy is a fundamental package for numerical computation in Python. It provides mathematical functions to compute data as well as functions to operate multi-dimensional arrays and matrices efficiently.

The NumPy API (Application Programming Interface) in Python is used primarily for numerical computing. It provides support for a wide range of mathematical functions to operate on data efficiently.

Applications of NumPy :

1. **Data Analysis**: NumPy offers rapid and effective array operations, rendering it well-suited for tasks like data cleansing, filtering, and transformation. It is predominantly used in the analysis and scientific handling of data, particularly when working with extensive, large datasets.
2. **Data Visualisation**: NumPy doesn't provide data visualisation but supports Matplotlib and Seaborn libraries to generate plots and visualisations from numerical data.
3. **Machine Learning and Artificial Intelligence:** Different machine learning and deep learning frameworks in Python, such as TensorFlow, and PyTorch, rely on NumPy arrays for handling input data, model parameters, and outputs.

**Example 1 :**

# Importing NumPy Array

import numpy as np

# Creating an array using np.array() method

arr = np.array([10, 20, 30, 40, 50])

# Printing

print(arr) # Prints [10 20 30 40 50]

**Operations using NumPy**

1. Mathematical and logical operations on arrays.
2. Fourier transforms and routines for shape manipulation.
3. Operations related to linear algebra. NumPy has in-built functions for linear algebra and random number generation.

**Comparison B/W List & NumPy**

|  |  |  |
| --- | --- | --- |
| **Aspect** | **NumPy** | **List** |
| Memory Storage | NumPy uses a contiguous block of memory, which improves cache efficiency and access speed. | Python lists consist of pointers to objects, leading to more memory fragmentation and slower access. |
| Data Types | NumPy supports homogeneous data types (all elements are of the same type), leading to more efficient memory use. | Python lists can contain heterogeneous data types (elements can be of different types), resulting in higher memory overhead. |
| Operations | NumPy uses vector operations that leverage SIMD (Single Instruction, Multiple Data) for parallel processing. | Python lists rely on loop-based operations, which are slower due to the overhead of Python's interpreted nature. |
| Efficiency | NumPy is written in C and optimized for performance, reducing the execution time of numerical operations. | Python lists are executed as Python byte-code, which is generally slower compared to compiled C code. |
| Memory Usage | NumPy requires less memory due to fixed data types and contiguous storage. | Python lists use more memory because each element is a separate Python object with additional overhead. |
| Broadcasting | NumPy supports broadcasting, allowing operations on arrays of different shapes without creating additional copies. | Python lists do not support broadcasting, making element-wise operations less efficient. |
| Performance | Better cache utilization due to contiguous memory storage, leading to faster access and processing. | Poor cache utilization because of scattered memory allocation, slowing down access. |
| Functionality | NumPy provides a rich set of mathematical functions and tools optimized for array operations. | Python lists are Limited to basic operations and lack advanced mathematical capabilities. |

**Installing NumPy Using pip**

* pip install numpy

**Verify Installation :**

* import numpy as np
* print(np.\_\_version\_\_)

**NumPy ndarray**

* The most important object defined in NumPy is an N-dimensional array type called **ndarray**. It describes a collection of items of the same type, which can be accessed using a zero-based index.
* Each item in an ndarray takes the same size of block in the memory and is represented by a data-type object called **dtype**.

![Ndarray](data:image/jpeg;base64,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)

**Creating an ndarray**

* numpy.array(object, dtype = None, copy = True, order = None, subok = False, ndmin = 0)

|  |  |
| --- | --- |
| 1 | object  Any object exposing the array interface method returns an array, or any (nested) sequence. |
| 2 | **dtype**  Desired data type of array, optional |
| 3 | **copy**  Optional. By default (true), the object is copied |
| 4 | **order**  C (row major) or F (column major) or A (any) (default) |
| 5 | **subok**  By default, returned array forced to be a base class array. If true, sub-classes passed through |
| 6 | **ndmin**  Specifies minimum dimensions of resultant array |

Example: Create a One-dimensional Array

import numpy as np

a = np.array([1, 2, 3])

print(a)

Example: Create a Multi-dimensional Array

import numpy as np

a = np.array([[1, 2], [3, 4]])

print(a)

Example: Specify Minimum Dimensions

import numpy as np

a = np.array([1, 2, 3, 4, 5], ndmin=2)

print(a)

Example: Specify Data Type

import numpy as np

a = np.array([1, 2, 3], dtype=complex)

print(a)

Indexing Scheme

* **Shape −** The shape of an array is a tuple of integers representing the size of the array along each dimension. For example, the shape of a 2x3 array is (2, 3).
* **Strides −** Strides are the number of bytes to step in each dimension when traversing the array. The strides determine how to move from one element to the next in each dimension.

Example:

import numpy as np

# Creating a 2x3 array in row-major order

a = np.array([[1, 2, 3], [4, 5, 6]])

print("Array:")

print(a)

print("Shape:", a.shape)

print("Strides:", a.strides)

We can create a NumPy array using various function provided by the Python NumPy library.

* Using numpy.array() Function
* Using numpy.zeros() Function
* Using numpy.ones() Function
* Using numpy.arange() Function
* Using numpy.linspace() Function
* Using numpy.random.rand() Function
* Using numpy.empty() Function
* Using numpy.full() Function

Example: Creating a 2D NumPy Array

import numpy as np

# Creating a 2D array from a list of lists

arr = np.array([[1, 2, 3], [4, 5, 6]])

print("2D Array:\n", arr)

Using numpy.zeros() Function

* numpy.zeros(shape, dtype=float, order='C')

import numpy as np

# Creating an array of zeros

arr = np.zeros(5)

print(arr)

* numpy.ones(shape, dtype=None, order='C')

import numpy as np

# Creating an array of ones

arr = np.ones(3)

print(arr)

Example: Creating 2D array of ones

import numpy as np

# Creating 2D array of ones

array\_2d = np.ones((4, 3))

print(array\_2d)

Example: Creating a Fortran-ordered array of ones

import numpy as np

# Creating Fortran-ordered array of ones

array\_F = np.ones((4, 3), order='F')

**Using numpy.arange() Function**

* The **numpy.arange()** function creates an array by generating a sequence of numbers based on specified start, stop, and step values. It is similar to Python's built-in range() function.

import numpy as np

# Providing just the stop value

array1 = np.arange(10)

print("array1:", array1)

# Providing start, stop and step value

array2 = np.arange(1, 10, 2)

print("array2:",array2)

**Using numpy.linspace() Function**

numpy.linspace(start, stop, num=50, endpoint=True, retstep=False, dtype=None, axis=0)

Example:

import numpy as np

# Creating an array of 10 evenly spaced values from 0 to 5

array1 = np.linspace(0, 5, num=10)

print("array1:",array1)

# Creating an array with 5 values from 1 to 2, excluding the endpoint

array2 = np.linspace(1, 2, num=5, endpoint=False)

print("array2:",array2)

# Creating an array and returning the step value

array3, step = np.linspace(0, 10, num=5, retstep=True)

print("array3:",array3)

print("Step size:", step)

**Using random.rand() Function**

numpy.random.rand(d0, d1, ..., dn)

Example:

import numpy as np

# Generating a single random float

random\_float = np.random.rand()

print("random\_float:",random\_float)

# Generating a 1D array of random floats

array\_1d = np.random.rand(5)

print("array\_1d:",array\_1d)

# Generating a 2D array of random floats

array\_2d = np.random.rand(2, 3)

print("array\_2d:",array\_2d)

# Generating a 3D array of random floats

array\_3d = np.random.rand(2, 3, 4)

print("array\_3d:",array\_3d)

Using numpy.full() Function

import numpy as np

array1 = np.full((2, 3), 5)

print(array1)

Changing Shape

numpy.reshape(arr, newshape, order='C')

import numpy as np

# Create a 1D array with 8 elements

a = np.arange(8)

print('The original array:')

print(a)

print('\n')

# Reshape the array to a 2D array with shape (4, 2)

b = a.reshape(4, 2)

print('The modified array:')

print(b)

numpy.ndarray.flat

import numpy as np

# Creating a 2D numpy array

array\_2d = np.array([[1, 2, 3], [4, 5, 6]])

# Using flat to iterate over elements

for item in array\_2d.flat:

print(item)

numpy.transpose(a, axes=None)

import numpy as np

# Original 2D array

array\_2d = np.array([[1, 2, 3], [4, 5, 6]])

# Transposing the 2D array

transposed\_2d = np.transpose(array\_2d)

print("Original array:\n", array\_2d)

print("Transposed array:\n", transposed\_2d)

ndarray.T

import numpy as np

# Creating a 2D array (matrix)

matrix = np.array([[1, 2], [3, 4]])

# Transposing the matrix

transposed\_matrix = matrix.T

print("Original Matrix:")

print(matrix)

print("Transposed Matrix:")

print(transposed\_matrix)

numpy.split(ary, indices\_or\_sections, axis=0)

import numpy as np

# Create an array

arr = np.arange(9)

print("Original array:")

print(arr)

# Split the array into 3 equal parts

result = np.split(arr, 3)

print("\nSplit array into 3 equal parts:")

for i, sub\_array in enumerate(result):

print(f"Sub-array {i+1}:")

print(sub\_array)

Stacking Arrays Using stack() Function

import numpy as np

# arrays

arr1 = np.array([1, 2, 3])

arr2 = np.array([4, 5, 6])

arr3 = np.array([7, 8, 9])

# Stack arrays along a new axis

stacked\_arr = np.stack((arr1, arr2, arr3), axis=0)

print("Stacked Array along a new axis (Axis 0):")

print(stacked\_arr)

**NumPy Indexing & Slicing**

* slice object is constructed by giving **start, stop**, and **step** parameters to the built-in **slice** function.

Example 1 :

import numpy as np

a = np.arange(10)

s = slice(2,7,2)

print a[s]

Example 2 :

import numpy as np

a = np.arange(10)

b = a[2:7:2]

print b

Example 3 :

# slice single item

import numpy as np

a = np.arange(10)

b = a[5]

print b

Example 4 :

# slice items starting from index

import numpy as np

a = np.arange(10)

print a[2:]

Example 5 :

# slice items between indexes

import numpy as np

a = np.arange(10)

print a[2:5]

Advanced Indexing :

import numpy as np

x = np.array([[1, 2], [3, 4], [5, 6]])

y = x[[0,1,2], [0,1,0]]

print y

NumPy Shape Attribute :

import numpy as np

a = np.array([[1,2,3],[4,5,6]])

print (a.shape)

NumPy ReShape Attribute :

import numpy as np

a = np.array([[1,2,3],[4,5,6]])

b = a.reshape(3,2)

print (b)